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Abstract

Although the results of spreadsheet programs are the base for very important decisions and are subject to many changes, they are only poorly documented. In this paper we introduce an approach that extents previous work in the area of spreadsheet visualization. It enables the maintainer to decompose large spreadsheets into self contained parts, that are similar to modules in conventional software. Of course there are important differences, as these modules are only recognized during analysis, and users are not forced to build modular spreadsheets. This is very important, as we aim not to change the spreadsheet users. It has turned out, that attempts to change the users are usually doomed to fail.

This approach can be considered orthogonal to semantic classes, that have been introduced in prior work. The generated abstraction is not build upon the formula-contents of the spreadsheet, but on properties of the data flow graph. Therefore, spreadsheets with irregular formulas can be solely analyzed with the new approach.

On the other hand, large spreadsheets can be decomposed into data modules at first, that are smaller and easier to understand. Each of the data modules can than be analyzed with a formula based approach.

1. Introduction

The widespread use of the personal computer is inseparably intertwined with the success of spreadsheets as end-user programming language. Up-to-date spreadsheets are of highest importance in most business organizations and fulfill various tasks- from simple data collection up to the simulation of very complex models. Studies [25] have shown, that spreadsheet systems are more often used by the middle and higher management of organizations than word processors.

As various studies (see e.g. [18]) have shown, software quality of the spreadsheets does not correspond to their importance. This problem might arise because spreadsheet programmers are not IT-experts, but domain experts. [16] states that training of spreadsheet programmers is only a partial solution. Well trained spreadsheet programmers tend to make the same number of errors in their spreadsheets because they start to use more complicated and thus more error-prone formulas.

Another reason for the high number of errors is the high complexity of spreadsheets. For the IT-professional it is obvious that spreadsheets are data-flow programs. However, the spreadsheet writers see them as computer support for tools that are on every desktop: pencil, paper and a pocket-calculator. For convenience they can redirect the results of the different pocket-calculators to serve as the input for another calculator.

As spreadsheets are a very powerful end-user programming tool, their field of applications is also wide spread (see [3, 11, 14]). Of course, a specific approach for the analysis of spreadsheets cannot cover all possible applications.

The complexity of the comprehension of a large spreadsheet can be reduced, as each of the blocks can be analyzed and understood by any common spreadsheet visualization technique (see e.g. [15, 7, 1, 2, 21]), and the cooperation of the blocks becomes subject to a second phase in the comprehension process.

The spreadsheet visualization approaches known so far deal with analysis of spreadsheets on the formula-level\(^1\). Therefore, a spreadsheet is considered a set of cells, with each cell possibly containing a formula expression. In our previous work [15], we consider spreadsheets the result of a copy, paste and modify process, and grouped cells with sim-
ilar contents into so-called logical areas. A further abstraction step introduced semantic classes, that contain blocks of similar cells that are repeatedly used throughout the spreadsheet. As it can be seen by the short summary of the approach, it focuses on formulas. In field experiments [8] it turned out that this approach is efficient for spreadsheets with regularly occurring formulas.

However, there is also a different kind of spreadsheet programs, that is usually neglected by conventional spreadsheet visualization approaches. These spreadsheets do not have a regular formula structure and hence, it is difficult to find a helpful criterion for grouping cells into units. The here introduced approach considers a spreadsheet program as a special kind of dataflow program. Cells are grouped into abstract units, so called data modules, by examining the data dependency graph (DDG) of the spreadsheet program. As this technique does not rely on any properties of formulas, it is also efficient for spreadsheet programs with irregular formulas.

Usually, these spreadsheet programs are smaller than spreadsheets with regular formulas, because they cannot be created by copying and pasting. Nevertheless, data modules also play a role in the analysis of large spreadsheets, because they can partition a large spreadsheet program into different parts that are only loosely interconnected. Consecutively, each of these parts can be comprehended on its own. As a data module has also a well defined interface to the rest of the spreadsheet program, the knowledge of the functionality of individual data modules can than be reassembled to comprehend how the whole spreadsheet works.

In this paper we will introduce and define data modules. For the definition of the spreadsheet related vocabulary used in this paper we refer to [15, 7]. Only definitions that are crucial for the further understanding of this paper are given in the next section. A toolkit for the decomposition of spreadsheets and the visualization of data modules is introduced in Section 3 by means of an example. Finally, the possible applications of data modules are outlined in a broader context. In the concluding section we will discuss the position of our work among other spreadsheet visualization approaches.

2. Data Modules

Subsequently, an abstraction technique that operates on the data flow graph of a spreadsheet program, i.e. the DDG, is introduced. The DDG is defined as follows:

**Definition 1: Data Definition Graph (DDG)**
The data dependency graph (DDG) of a spreadsheet is a directed acyclic graph \( \text{DDG} = (V, E) \), where each cell \( c \) in the spreadsheet is represented by a vertex \( v \in V \), if the cell is not computationally dead, i.e. not referenced by any other cell and not referencing any other cell, and empty. There is an edge \((v_1, v_2) \in E\), if the formula in the cell corresponding to \( v_2 \) references the cell corresponding to \( v_1 \).

Spreadsheet programs have some basic characteristics of data flow programs and of graph-reduction programs, too [7]. Thus, the DDG of a spreadsheet program has an important role for its execution. As stated by Definition 1, in the DDG each cell of the spreadsheet program is represented by a node, and there is an edge from node \( n_1 \) to node \( n_2 \), if the cell represented by \( n_2 \) references the cell represented by \( n_1 \). As the DDG is a directed, acyclic graph, there are some nodes, that are not sources of further edges. i.e. sink nodes.

To grasp the idea, one can assume that a data module is a set of cells that has a distinguished result cell, that is transitively dependent on all cells in the data module. Cells that are outside the data module may only reference its result cell. Broadly speaking, a data module is a subgraph of the DDG, that has only a single sink node (see Definition 2) - namely its result cell. The result cell of such a data module is either a sink node of the DDG, i.e. a result cell of the spreadsheet program, or a node that is connected to more than one data module. Obviously, this definition is recursive, but because of the hierarchical organisation of a DDG and its finiteness, this is not a problem.

The construction of data modules will start assuming the DDG sink nodes to be data modules and adds all cells that only contribute to the specific sink node. A cell that transitively contributes to more than one sink node is assumed to be the starting point of a new data module and will be treated in the same way.

However, before the DDG can be partitioned into such data modules, the result cells have to be identified. Obviously, not all sink nodes of the DDG have the semantics of a result of the spreadsheet program, e.g. check-sums.

In contrast to conventional programming where intermediate results are not displayed and each subroutine has a well defined result, in a spreadsheet each intermediate result is visible to the user and all the other formulas. Sometimes, calculations are deliberately formulated in a more complicated way in order to obtain some desired intermediate results. Obviously, most of the cells of a spreadsheet program can be either auxiliary, intermediate or result cells. For sure, cells that are not further referenced by other cells can be considered result cells, because we know that users place them on the spreadsheet, because they want to see their contents. If they would not like to see the displayed value, they had not introduced this cell.
Therefore, it is legitimate to start with results, i.e. cells, that are not referenced by other cells, and search those cells, that influence a specific result. As a matter of fact, it is often the case, that the sink nodes in the DDG are not the real results, but check-sums. In this case, the check-sums have to be removed manually, and the remaining DDG is then analyzed.

Subsequently, data modules and their required properties will be formally defined. The identification of result cells and an algorithm for partitioning the DDG into data modules are discussed.

2.1. Formal Definition

As stated above, a data module is a set of cells in the spreadsheet program that contribute to a specific result or intermediate result. In the following definition, a data module is defined as a triple of its member nodes \((V_d, E_d, n)\), the edges \((E_d)\) and a result node \((n)\). As a data module is defined as a part of the DDG, the nodes represent cells of a spreadsheet program.

**Definition 2: Data Module**

Let \((V, E)\) denote the sets of vertices and edges of a DDG of a given spreadsheet program. A data module \(d\) is a triple \((V_d, E_d, n)\), with \(V_d \subseteq V\), \(E_d \subseteq E\) and \(n \in V_d\) that fulfills the following requirements:

1. \(n \notin \text{domain}(E_d)\)
2. \(V_d \cap \{n\} = \text{domain}(E_d)\)
3. \(\text{domain}(E \setminus E_d) \cap (V_d \setminus \{n\}) = \emptyset\)
4. \(n \in \text{range}(E_d) \cup \{n\} = V_d\)
5. \(\text{range}(E_d) \subseteq V_d\)

The specified properties of a data module guarantee that

1. the result cell of the data module is not referenced by any other cell in the data module,
2. the data module is connected,
3. all edges with a source inside a data module are also part of the data module, only edges having their source in the result node are excluded,
4. the result of the data module is target of an edge in the data module, or the data module consists of a single cell, and
5. a cell in a given data module is only referenced by cells in the same data module.

Obviously, there are arbitrary subgraphs of the DDG that fulfill these requirements, e.g. each single cell can be considered a data module. However, in order to introduce an abstraction step, maximal data modules have to be identified.

**Definition 3: Maximal Data Module**

A data module \(d = (V_s, E_s, n)\) in a DDG \(= (V, E)\) is called a maximal data module, if \(\forall v \in V \setminus V_s\) that can be added to \(d\) without violating any of the conditions that are required for a data module.

Hence, a data module is considered maximal if no other cell of the spreadsheet program (or no other node of the corresponding DDG) can be added.

Nevertheless, so far only the properties of individual data modules have been described. Additionally, there are some requirements that a valid partitioning of a given DDG into data modules has to fulfill. On the one hand, it has to be guaranteed that the union of all data modules is the original DDG, i.e. all nodes and edges of the DDG have to take part in one data module. On the other hand, no node of the DDG is allowed to be in more than one data module. As the DDG on its own, with cells as singleton data modules, already fulfills these properties, the data modules have to be maximal.

For each DDG there is one partitioning into data modules that fulfills the above stated requirements. This kind of partitioning is called a valid partitioning.

**Definition 4: Valid partitioning**

The set \(D_{Mod}\) of data modules over a DDG \(= (V, E)\) of a given spreadsheet program is a valid partitioning if it fulfills the following requirements:

1. \(\bigcup \{V_s|\exists n, E_s \cdot (V_s, E_s, n) \in D_{Mod}\} = V\)
2. \(\bigcup \{E_s|\exists n, V_s \cdot (V_s, E_s, n) \in D_{Mod}\} \cup \{(n, v_1)|(n, v_1) \in \exists (V_s, E_s, n) \in D_{Mod}\} = E\)
3. \(\forall (V_1, E_1, n_1) \in D_{Mod}, (V_2, E_2, n_2) \in D_{Mod}|V_1 \neq V_2 \cdot V_1 \cap V_2 = \emptyset\)
4. \(\forall d \in D_{Mod}|d\) is maximal

The first and the second property ensure that all nodes and edges of the DDG are assigned to at least one data module in \(D_{Mod}\). Only edges leaving the result cell of a data module are not considered. The third requirement prevents a node from being assigned to two data modules. The last requirement ensures that all the data modules in a valid partitioning have to be maximal data modules.

The spatial position of member cells in a data module is not considered at all. Therefore, the members of a data module might be located in different parts of the spreadsheet UI. Thus, the concept of spatial nearness is not part of these definitions. However, as it follows from the definitions above, the concept of computational nearness is the key-concept of data modules. Matching spatial and computational nearness of cells turned out to be helpful for auditing spreadsheet programs (see [7]).
2.2. Identifying Data Modules

The identification of the data modules in a given DDG starts with the

removal of unnecessary sink nodes, to eliminate check-sums and other calculations that do not have the semantics of a result of the spreadsheet program. This step is necessary, because very often all sections of a spreadsheet are connected by some calculations that either yield a final sum or a check-sum. However, in this case each cell of the spreadsheet program is transitively referenced by the final sum and there will be only one data module.

Thus, the sink nodes of the DDG have to be checked by the users who decide if a sink node should be removed or not. The users have to prune the DDG until all the sink nodes are results of the spreadsheet program. All further consideration in this section concern the pruned DDG.

Of course it can be argued that each cell in the spreadsheet program is visible and therefore a result of the spreadsheet program. However, it is important to distinguish between intermediate results that might be introduced only in order to get insight into the calculation or to rewrite a formula in a simpler way, and the final result, that is placed on the spreadsheet because the spreadsheet users really want to see it. Obviously, all sink nodes of the DDG, i.e. cells that are not referenced by any other cell any more, are placed on the spreadsheet because the spreadsheet users want to have them there.

The algorithm for the identification of data modules is very straightforward. It operates on the pruned DDG and starts at the sink nodes. Each sink node is considered a data module. Nodes that are the source of edges that target only to one data module are merged with the specific data module. A node that is a source of edges into more than one data module is considered a data module on its own. These steps are repeated until all nodes in the DDG are assigned to a data module (see Figure 1).

The algorithm terminates, as soon as all nodes are assigned to a data module. The first for checks all of the nodes that are not yet assigned to a data module, whether they are not referenced by any other unassigned node. For the selected nodes the algorithm checks, whether one data module depends on the cell. If the cell has exactly one depending data module, the cell is added to it. In any other case, i.e. there are either more than one or none dependents, the cell will become a data module on its own. Finally, the cell is removed from the set of unassigned nodes.

The partitioning algorithm does not add edges to data modules, however they can be added in a further step. All edges between two nodes in the same data module are added to this data module. The result cell of a data module is its only sink node.

---

**Algorithm**

```
PartitionDDG: (pruned DDG d)
return Set of Data Modules
1 declare
2 nodeset V, DM, JOIN
3 node v, v', current_node
4 edgeset E
5 edge e
6 \(\mathbb{P}\) node identified_dm_set
7 Integer amount_of_dependents
8 Boolean found = true
9 begin
10 identified_dm_set = \(\emptyset\)
11 (V, E) = d
12 while (found)
13 found = false
14 for v \(\in\) V
15 if \(\exists v' \in V \bullet (v, v') \in E\)
16 current_node = v
17 found = true
18 break
19 end if
20 end for
21 amount_of_dependents = 0
22 \(\forall DM \in identified_dm_set\)
23 if \(\exists (current_node, v) \in E \bullet v \in DM\)
24 \(\lor JOIN \neq DM\)
25 JOIN = DM
26 amount_of_dependents =
27 amount_of_dependents + 1
28 end if
29 end while
30 if amount_of_dependents = 1
31 identified_dm_set =
32 identified_dm_set \ JOIN
33 JOIN = JOIN \{current_node\}
34 identified_dm_set =
35 identified_dm_set \ JOIN
36 else
37 identified_dm_set =
38 identified_dm_set \\{current_node\}
39 end if
40 V = V \ current_node
41 end while
42 return identified_dm_set
43 end
```

---

**Figure 1.** Partitioning of a pruned DDG into node sets of data modules
3. Example

This section aims to demonstrate the analysis of a small example spreadsheet by means of data modules. Therefore, a prototype is introduced that implements various spreadsheet visualization techniques, i.e. logical areas and semantic classes [15] and data modules.

The prototype is freely available as a plug-in for the gnumeric spreadsheet system. Gnumeric [12] is an open source spreadsheet system that is part of the gnome project for Linux. The toolkit can be started from the spreadsheet system’s menu bar and is tightly integrated. All of the tasks that are subsequently described in course of the example are supported by the prototype.

As soon as the spreadsheet is analyzed, the users can choose two different views: a hierarchical view, containing abstract units at top level, e.g. logical areas, semantic classes or data modules, and their contents at a subordinate level. The contents of a data module are cells.

In order to analyze a given spreadsheet program, users will have to remove the DDG sink nodes at first (see the previous section). Therefore, the user interface contains two lists (see Figure 2), one with the identified sink nodes, and a second one with the already removed sinks. Of course, the removal of a sink node from the DDG will turn its predecessors in the DDG into sink nodes. Users can iterate through sink node removal several times, until all nodes they consider check sums, are removed from the DDG.

The example spreadsheet (see Figure 3) summarizes the book-keeping of a salesman over three years. There are some constant values, e.g. the fixed cost, the inflation and the earning per unit sold. For each quarter of a year the quantity of sold units is multiplied with the earnings per unit. The difference between fixed costs and earning is the result of the quarter. The result of a year is calculated as the sum of the results of the four quarters. The cash available at the end of the year is calculated by adding the amount of cash available at the end of the last year and the year’s result. For the years past 1999, the fixed costs are adjusted with the inflation rate, that is specified in the cell D1.

Finally, the three annual results are summed up in order to get an overall result. For the sake of simplicity, our example does not have any check-sums.

Usually, the DDG (see Figure 4) serves as means for comprehending how cells depend on each other. Although the example spreadsheet’s DDG is simple, it has only 68 nodes and 86 edges, it is not easy to comprehend at first sight, because the reader is overwhelmed by the complexity of all the nodes and links.

In contrast, the complexity of the DDG is effectively reduced by an SRG$_{DM}$, by collapsing the number of nodes and edges, without losing any important information. The SRG$_{DM}$ is a directed, acyclic graph. It is an abstraction of the DDG, with each node representing all the cells in one data module. There is an edge between two nodes, if any of the cells in the data module represented by the first node references the result cell of the data module represented by the second node.

In order to construct an SRG$_{DM}$, the spreadsheet has to partitioned into data modules at first. Subsequently, data modules are labelled by the cell adress of their result cells. If we decide, not to remove any sink node from the DDG, the following data modules are identified by the partitioning algorithm. Consecutively, each data module is labeled with the cell address of its result cell.

- Singletons: B2, D1, H7
- B7 (B1, B7)
In Figure 5, cells in the same data module are shaded equally. At first sight, it is interesting, that the Fixed Cost of the first quarter of the years 1999 (B7) and 2000 (H7) are not part of the data modules containing the other cells in the spatial blocks. However, this is clear when the formulas are considered. The corresponding cells are referenced by some cells that are not part of the data module, e.g. B7 is referenced to calculate the fixed cost for the second quarter of 1999 (C7) and to calculate the fixed cost for next year (H7). The cash-cells are not part of the years’ data modules either, because the remaining cash is always transferred into the next year, e.g. K11 references K10.

The SRG DM so generated (see Figure 6) is less complex than the original DDG, as it consists of 9 nodes and 15 edges, compared to 68 nodes and 86 edges, but it still contains important information about the spreadsheet programs structure. For instance, it becomes obvious at first sight, that cells in the data module K10 depend only on cells either in K10, in H7 or in B2. This information is important for making local changes or for error tracing (see next section).

Furthermore, the detailed analysis of a specific data module, for instance K10, in the broader context of the SRG DM is supported. Therefore, we can zoom into K10, replacing the node K10 in the SRG DM with the subgraph of the DDG that contains only cells, that are members of K10.

- E19 (B15, C15, D15, E15, B16, C16, D16, E16, B17, C17, D17, E17, B18, C18, D18, E18, E19)
- E20 (D2, E11, K11, E20)
- H19 (H15, H16, H17, H19)

- E10 (B6, C6, D6, E6, C7, D7, E7, B8, C8, D8, E8, B9, C9, D9, E9, E10)
- K10 (H6, I6, J6, K6, I7, J7, K7, H8, I8, J8, K8, H9, I9, J9, K9, K10)
4. Applications

As mentioned above, there are several possible applications for data modules in the context of large spreadsheet programs. Consecutively, we will briefly discuss visualization, decomposition, maintenance, and fault tracing of spreadsheet programs by means of data modules.

4.1. Visualization

As stated in the previous section, there are at least two ways to exploit the partitioning of a spreadsheet program for the visualization. The $SRG_{DM}$ of a spreadsheet program is a powerful abstraction of the $DDG$ and is, together with shrink-views, an important aid for the comprehension of a spreadsheet program. Additionally, it can also be used for finding structural errors in a spreadsheet program by looking for broken links, i.e. areas of the spreadsheet program that should be in the same data module, but are not, maybe due to a misreference in a formula.

The second possible visualization approach is coloring the cells on the spreadsheet user interface in a way that cells in the same data module will have the same color. This visualization technique supports the user in finding holes in data modules, i.e. cells that are referenced from another data module, but should not be. However, it does not give any information about links between different data modules.

A combination of both visualization approaches is most effective, as the user can easily spot the extent of a data module on the colored user interface, and can trace the links in the $SRG_{DM}$ view.

4.2. Decomposition

Many problems in the field of spreadsheet analysis is due to the overwhelming complexity that is often due to the size of the spreadsheet programs. In field audits, spreadsheets
with 9000 cells on the average [8] have been reported. Obviously, the comprehension of such large sheets calls for effective abstraction techniques. Data modules can be used to decompose a large spreadsheet into smaller parts and condition it for further analysis of the individual data modules by means of other visualization techniques.

4.3. Maintenance

Spreadsheet programs are often subject to short maintenance cycles. Together with the fact, that there is little documentation and only poor testing done, maintenance of spreadsheet programs becomes a critical issue. Data modules can increase the understanding the maintainer has about the internal logic of a spreadsheet. Obviously, there is less risk, if only new data modules are added or a given data module is extended, than if an existing data module is destroyed in course of a maintenance operation. thus, there is also a kind of guidance for the maintainer.

4.4. Fault Tracing

Fault tracing is a very common problem in spreadsheet programs, as the symptoms of errors often do not occur at the same place as the faults that cause the wrong results. Hence, most testing techniques also involve techniques for fault tracing that are usually based on the calculation of error probabilities for the predecessors of the faulty cell in the spreadsheet programs DDG (see e.g. Ayalew [1] or Reichwein et al. [20]).

The generation of data modules and the usage of the \( SRG_{DM} \) are a powerful support for fault tracing. If an error is detected in the result cell of a data module, it is not necessary to check all the predecessors in the \( DDG \) until the error is found. If the spreadsheet auditor is aware of the data module where the symptom of the error occurred, there are only two possibilities:

1. The error occurred inside the data module where it is detected, or
2. the error occurred in a predecessor module in the \( SRG_{DM} \).

It is not difficult to decide on which case applies: the spreadsheet auditor has to check only the result cells of the predecessor data modules in the \( SRG_{DM} \). If they are correct, the error is buried in the module where the failure occurred. Else it is assumed that the error is propagated from the erroneous module.

For the first case, the \( DDG \) of the data module where the failure occurred has to be checked by one of the techniques that are suggested in [1, 20]. Nevertheless, a piece of extra information the auditors are aware is that the error must be in the currently examined subgraph of the \( DDG \), and the bug tracing can stop at the module boundaries.

In the second case, the same process is repeated: it has to be checked, whether the fault occurred inside the data module, or in one of its predecessor modules. Depending on the error source, either the module is checked, or the search continues upward in the \( SRG_{DM} \).

Obviously, also a combination of error sources is possible, as errors can be hidden inside the module as well as in several predecessor modules. Nevertheless, an iteration of several testing and correction phases will finally find all the errors.

5. Related Work

In order to overcome the problems of testing spreadsheets, i.e. the lack of sufficient test data and the lack of testing skills, visual auditing has become a popular review
method for spreadsheet programs. The rationale of spreadsheet visualization is to reduce the inherent complexity of spreadsheet programs to a magnitude that is easier to understand for the human auditor (see e.g., Nixon et al. [17]). Usually visual auditing tools color cells that share certain characteristics, i.e., similar formulas, a certain data type or spatial neighborhood, with the same color on the spreadsheet UI. Thus, the auditor does not have to check the spreadsheet on a cell-by-cell basis any more but can check larger units. Examples for these techniques are the S2 and S3 Visualization [22], SpACE [2], the spreadsheet detective [23] and logical areas and semantic classes [15, 7, 9].

However, there might be spreadsheets were formulas are only occasionally copied, and thus, these techniques will not be effective any more. In this case, data flow based techniques have to be applied. The simplest approach, i.e., showing the immediate DDG successors and predecessors, is implemented as a standard feature in most spreadsheet systems [10]. Although this approach is helpful for debugging a specific formula, it is not helpful for the comprehension of the spreadsheet program.

Chan et al. [6, 5] introduce another interesting visualization and debugging approach. It is mainly data flow based and offers support for local and global debugging. However, both debugging strategies are again tied to the spreadsheet as visualization tool. Therefore, the user can only audit a section of the spreadsheet that corresponds to the size of their screen at a time. In brief, it is assumed that the data flow in a spreadsheet program should correspond to a text: the data should flow from cells that are situated on the upper left corner of the spreadsheet UI to cells on the bottom-right corner of the spreadsheet UI. Data flow that does not correspond to this rule is considered dangerous and will thus be reported to the user by colorizing the concerned cells.

However, as the spreadsheet UI is the user interface of the auditing toolkit, the linkage between spatially widespread parts of the spreadsheet is still very hard to understand, and zooming can only be done by adjusting the display size.

In contrast, data modules do not make an assumption like this. Although the debugging effectiveness of data modules might suffer from the lack of such an assumption they will reduce the amount of information users have to process, if they are doing maintenance or error tracing. Nevertheless, the approach suggested by [6] is designed for debugging a spreadsheet program, but not for the support of spreadsheet comprehension.

The term of a modulare spreadsheet often appears in the relevant literature [13, 19, 4, 26]. However, these approaches aim to force the user into a design phase in spreadsheet development. It has turned out, that they will efficiently decrease errors and lead to more comprehensive spreadsheet programs. Nevertheless, they are not widely used, as they aim to change the spreadsheet users and require a certain degree of IT-training. Spreadsheets that have been carefully designed with a modular approach in mind, can be very efficiently analyzed with the data modules approach.

Nevertheless, our approach does not force spreadsheet users to change the way they are creating spreadsheets. Of course, a inherently modular spreadsheet will yield a more helpful abstraction than an entangled one. However, it is still the decision of the users, how they build their spreadsheets.

6. Conclusion

This paper presents a new technique for spreadsheet decomposition and spreadsheet visualization. Data modules are either an extension to arbitrary formula based spreadsheet comprehension techniques as they can decompose large spreadsheets into smaller units. On the other hand, they are also a visualization technique on their own that can be efficiently applied to large spreadsheets, or regions of spreadsheets, with no regular formula usage. The rationale behind data modules is to find subgraphs of the DDG that are capsuled from the rest of the spreadsheet program.

It has turned out that the approach is suitable for large spreadsheets that are often composed from more than one only loosely related areas. Data modules can find these areas and allow independent analysis, testing and maintenance for each of these areas. Additionally, fault tracing is supported.

In contrast to other techniques that are based on similarities between the formulas, data modules will analyze only the links between cells, neglecting any operations. Thus, even spreadsheets with irregular formula usage can be successfully analyzed.
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